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# ­­­Introducción

Comenzamos la creación del programa intentando diseñar un algoritmo para generar un laberinto. Con el tiempo empezamos a investigar cómo otras personas lo hicieron antes hasta que nos encontramos con el algoritmo “Recursive Backtracker”, descrito a continuación:

1. **Hacer que la celda inicial sea la actual y marcarla como visitada**
2. **Mientras haya celdas visitadas**
   1. **Si la celda actual tiene vecinos que no hayan sido visitados**
      1. **Elegir aleatoriamente uno de los vecinos no visitados**
      2. **Colocar la celda actual a la pila**
      3. **Remover las paredes entre la celda actual y la elegida**
      4. **Hacer que la celda elegida sea la actual y marcarla como visitada**
   2. **Sino**
      1. **Sacar la celda tope de la pila**
      2. **Hacerla la actual**

Este método asume tener lo que es básicamente un grafo con celdas que cuentan con cuatro paredes y usa el método “búsqueda por profundidad” (*dfs* por sus siglas en inglés). Además usa una pila, la cual implementamos con una lista enlazada.

![Imagen de un "laberinto" inicializado previo al algoritmo de generacion, los espacios negros son vacios, los grises son paredes y los bloques rojo y verde representan la entrada y salida respectivamente](data:image/png;base64,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)

Imagen de un "laberinto" inicializado previo al algoritmo de generación, los espacios negros son vacíos, los grises son paredes y los bloques rojos y verdes representan la entrada y salida respectivamente

En mi adaptación del algoritmo cada celda tiene una variable que designa si es en sí una pared y me muevo en pasos de 2 celdas, para saltar las paredes intermedias.

# Manual de Uso

El programa consta de dos aplicaciones, el generador y el juego propiamente dicho.

## Manual del Generador

El generador de laberintos cuenta con un pequeño menú al principio que permite elegir entre generar un mapa, leer instrucciones o salir.

Las instrucciones describen brevemente los pasos a seguir para generar un mapa.

Al comenzar a generar un mapa hay que ingresar el nombre, no puede ser de más de 20 caracteres, después de eso uno debe colocar las dimensiones que tendrá, luego el programa pide elegir entre dibujar el mapa manualmente y generarlo automáticamente.

### Instrucciones de dibujo de mapas

Si uno elige dibujar el mapa, se dibujará en pantalla un mapa formado completamente por paredes con el carácter del jugador en el centro, al moverlo con las flechas dejará espacios vacíos y al usar las teclas W A S D colocará un premio en la dirección correspondiente. La barra espaciadora recorre entre modo premio (en el que se coloca premios con W A S D) y el modo pared (en el que se colocan paredes con las mismas teclas).

Cuando termine de dibujar el mapa presiona la tecla ENTER y el mapa vuelve a cargarse para seleccionar la entrada y la salida, en este modo el jugador no se puede mover a través de las paredes. Una vez que selecciona la entrada el proceso se repite para la salida.

### Instrucciones de generación automática de mapas

Si uno elige que el programa genere el mapa automáticamente, le pedirá escribir una semilla, que la computadora usará para el generador de números aleatorios, o puede poner una semilla aleatoria, escribiendo -1, o cualquier número negativo.

Al final del proceso, sin importar si eligió dibujar o al generador, el mapa completo será dibujado y aparecerá la pregunta de si desea guardarlo, si elige “sí”, el mapa será guardado en un archivo con formato legible por el juego. Una vez guardado el juego, podrá decidir si volver al menú y hacer otro mapa o salir.

## Manual del Juego

Cuando uno abre el juego se le presentan las opciones de elegir un mapa, ver las instrucciones o salir.

Si selecciones elegir mapa le será presentado con una lista de los mapas (si es que hay alguno en memoria) y podrá elegir uno o volver al menu.

Cuando elija un mapa, se abrirá y podrá mover al jugador con las flechas, el objetivo del juego es llegar a la salida, marcada en verde.

El puntaje es calculado como la cantidad de movimientos que hace el jugador. El objetivo es conseguir el menor puntaje posible, en otras palabras, llegar a la salida en la menor cantidad de movimientos posibles. Los “premios” dispersos por el mapa reducen el puntaje en una cantidad variable según el tamaño del mapa.

# Estructura de la cabecera

La cabecera contiene 5 secciones, el nombre (guardado en una cadena de 20 caracteres), las ubicaciones del punto de inicio y final y las dimensiones de la matriz que forma al mapa.

Luego de la cabecera está el “código fuente”, un código numérico que representa el orden de paredes, espacios vacíos y premios en el mapa. Al final, luego del código fuente, está el mejor puntaje en ese mapa.

# Funciones creadas

* *new\_point(x, y)*: Constructora de un punto en 2D, a través de dos enteros x e y.
* *equal\_points(a, b)*: Función que compara las coordenadas de dos puntos y devuelve verdadero si son iguales.
* *Oculta\_cursor()*: Oculta el cursor, para razones estéticas durante el juego.
* *PilaVacia()*: Constructora de pila.
* *EsPilaVacia(P)*: Toma una pila y da verdadero si esta vacía.
* *PUSH(P, x)*: Toma un elemento y lo pone en la pila.
* *TOP(P)*: Toma el elemento en el tope de la pila
* *POP(P)*: Borra el elemento del tope de la pila.
* *unvisited\_cells(mapa)*: Revisa si en el mapa quedan celdas que no hayan sido visitadas
* *rand\_choose\_cell(mapa, p)*: Elige una celda adyacente al punto p del mapa.
* *exist\_unvisited\_neighbours(mapa, p)*: Devuelve verdadero si existe al menos una celda no visitada adyacente a la celda ubicada en el punto p.
* *remove\_walls(c, p, mapa)*: Deshace la pared entre el punto c y el punto p del mapa.
* *new\_map(x, y)*: Construye e inicializa un mapa con x e y dimensiones.
* *print\_unfinished\_map(mapa)*: Dibuja el mapa incompleto (sin entradas, salidas o premios, solo paredes).
* *print\_map(mapa, inicio, fin)*: Dibuja el mapa completo.
* *generate\_map(mapa, start, end)*: Algoritmo generador del laberinto.
* *check\_prize(celda)*: Revisa si una celda tiene premio o no.
* *save\_header(mapa, nombre, inicio, fin)*: Devuelve la estructura cabecera con el nombre del mapa, las dimensiones y los puntos.
* *save\_source(mapa, fuente)*: Genera el código fuente y lo guarda en una cadena de caracteres.
* *nuevo\_jugador(inicio)*: Constructora de un jugador, pide la ubicación de inicio.
* *dibujarjugador(jugador)*: Dibuja el carácter del jugador en su ubicación.
* *moverjugador(jugador, mapa, tecla)*: Revisa la tecla presionada, revisa que en esa dirección no haya una pared y mueve acorde.
* *GameLoop(jugador, inicio, fin, mapa, lista)*: Dibuja el mapa, comienza el juego y guarda los pasos del jugador en la lista.
* *moverpincel(pincel, mapa, tecla, premio)*: Parecida a moverjugador, permite al pincel moverse en el mapa.
* *draw\_map(dimx, dimy)*: Dibuja el mapa y comienza el modo dibujo.
* *check\_for\_maps()*: Abre el archivo con la cantidad de mapas y devuelve dicha cantidad.
* *list\_maps(n, salida)*: Pide el número de mapas que hay guardados en memoria, escribe los nombres de todos y devuelve el nombre del archivo del mapa elegido.

# Conclusiones

Este proyecto comenzó con la idea de crear un laberinto, pero rápidamente creció en un contexto en el cual probar nuestras habilidades, aprender nuevas técnicas y reafirmar conocimientos de la materia.

Cuando sentíamos que lo que nosotros interpretábamos como la tarea estaba terminado, se nos ocurría una forma de mejorarlo, algo nuevo que agregarle o un profesor proponía una idea que no se nos había ocurrido y eso llevaba al proyecto por otro camino.
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